**![](data:image/png;base64,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)**

**Kauno technologijos universitetas**

Informatikos fakultetas

**Pirmasis laboratorinis darbas**

P170B400 Algoritmų sudarymas ir analizė

|  |  |
| --- | --- |
| **Rokas Marcinkevičius**  Studentas |  |
|  |  |
| **dr. MAKACKAS Dalius**  Dėstytojas |  |
|  |  |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

**Turinys**

[**Užduotis 3**](#_heading=h.gjdgxs)

[**1.**](#_heading=h.30j0zll) **Realizacija – programos kodas 4**

[**2.**](#_heading=h.1fob9te) **Programos rezultatai 7**

[**3.**](#_heading=h.3znysh7) **Darbo laiko ir veiksmų skaičiaus priklausomybės – grafikai 8**

[**Išvados 9**](#_heading=h.2et92p0)

**Užduotis**

Parašyti efektyvias rekursinių procedūrų realizacijas, nenaudojant jokių grafinių bibliotekų, kurios generuotų nurodytos struktūros BMP formato paveikslėlį (1 LD individualios užduoties pasirinkimo teste pateiktas konkretus variantas).

Reikalavimai:

1. Du realizacijos atvejai: 1) Nurodomas rekursijos gylis; 2) Generuojamas maksimalaus detalumo paveikslėlis, nurodytiems paveikslėlio matmenims.
2. Programų rezultatas BMP formato bylos demonstruojančios programos veikimą. (3 balai)
3. Eksperimentiškai nustatykite darbo laiko ir veiksmų skaičiaus priklausomybę nuo rekursijos gylio ar generuojamo paveikslėlio dydžio (taškų skaičiaus). Gautus rezultatus atvaizduokite grafikais (4 grafikai). Grafiką turi sudaryti nemažiau kaip 5 taškai ir paveikslėlio taškų skaičius turi didėti proporcingai (kartais). (2 balai)
4. Analitiškai įvertinkite procedūrų, kurios generuoja paveikslėlius, veiksmų skaičių ir laiką, sudarydami rekurentines lygtis ir jas išspręskite. Gauti rezultatai turi patvirtinti eksperimentinius rezultatus (našumo testus: vykdymo laiką ir veiksmų skaičių). (2 balai)
5. Paruoškite detalią ataskaitą su atliktais skaičiavimais. Ataskaita privalo tenkinti rašto darbų reikalavimus. (3 balai)
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1. **Realizacija – programos kodas**

using System;

using System.Collections.Generic;

using System.Diagnostics;

using System.IO;

using System.Reflection.Metadata;

namespace BMP\_example

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Enter the width of the canvas:");

int width = Convert.ToInt32(Console.ReadLine());

Console.WriteLine("Enter the depth of the recursion:");

int depth = Convert.ToInt32(Console.ReadLine());

depth -= 1;

using (FileStream file = new FileStream("sample.bmp", FileMode.Create, FileAccess.Write))

{

int fileSize = CalculateFileSize(width, width);

file.Write(

new byte[62]

{

// Header

0x42, 0x4d,

(byte)(fileSize & 0xff), (byte)((fileSize >> 8) & 0xff), (byte)((fileSize >> 16) & 0xff), (byte)((fileSize >> 24) & 0xff),

0x0, 0x0, 0x0, 0x0,

0x36, 0x0, 0x0, 0x0,

// Information header

0x28, 0x0, 0x0, 0x0,

(byte)(width & 0xff), (byte)((width >> 8) & 0xff), (byte)((width >> 16) & 0xff), (byte)((width >> 24) & 0xff),

(byte)(width & 0xff), (byte)((width >> 8) & 0xff), (byte)((width >> 16) & 0xff), (byte)((width >> 24) & 0xff),

0x1, 0x0,

0x1, 0x0,

0x0, 0x0, 0x0, 0x0,

0x0, 0x0, 0x0, 0x0,

0x0, 0x0, 0x0, 0x0,

0x0, 0x0, 0x0, 0x0,

0x0, 0x0, 0x0, 0x0,

0x0, 0x0, 0x0, 0x0,

// Color palette

0xff, 0xff, 0xff, 0x0,

0x0, 0x0, 0x0, 0x0

});

int l = (width + 31) / 32 \* 4;

var t = new byte[width \* l];

int centerx = width / 2;

int centery = width / 2;

int size = width / 8;

PrintDiamond(t, size, centerx, centery, width, l);

CalculateDiamondCoordinates(t, centerx, centery, size\*7/3, size / 3, depth, l, width);

file.Write(t);

file.Close();

new Process

{

StartInfo = new ProcessStartInfo(@"sample.bmp")

{

UseShellExecute = true

}

}.Start();

}

}

static int CalculateFileSize(int width, int height)

{

int dataSize = ((width + 31) / 32) \* 4 \* height;

return 54 + dataSize;

}

public static void DrawLine(byte[] t, int x0, int y0, int x1, int y1, int size, int l)

{

int dx = Math.Abs(x1 - x0);

int dy = Math.Abs(y1 - y0);

int sx = x0 < x1 ? 1 : -1;

int sy = y0 < y1 ? 1 : -1;

int err = dx - dy;

int x = x0;

int y = y0;

while (true)

{

if (x >= 0 && x < size && y >= 0 && y < size)

{

int index = (y \* l) + (x / 8);

t[index] |= (byte)(0x80 >> (x % 8));

}

if (x == x1 && y == y1)

{

break;

}

int e2 = 2 \* err;

if (e2 > -dy)

{

err -= dy;

x += sx;

}

if (e2 < dx)

{

err += dx;

y += sy;

}

}

}

public static void PrintDiamond(byte[] t, int size, int centerx, int centery, int width, int l)

{

DrawLine(t, centerx, centery - size, centerx + size, centery, width, l); // desine apacia

DrawLine(t, centerx - size, centery, centerx, centery - size, width, l); ; // kaire apacia

DrawLine(t, centerx - size, centery, centerx, centery + size, width, l); // kaire virsus

DrawLine(t, centerx, centery + size, centerx + size, centery, width, l); ; // desine virsus

FillColor(t, centerx, centery, 0, 1, width, l);

}

public static void FillColor(byte[] t, int x, int y, byte targetColor, byte replacementColor, int size, int l)

{

if (x < 0 || x >= size || y < 0 || y >= size)

return;

Stack<(int, int)> stack = new Stack<(int, int)>();

stack.Push((x, y));

while (stack.Count > 0)

{

(int cx, int cy) = stack.Pop();

if (cx < 0 || cx >= size || cy < 0 || cy >= size)

continue;

int index = (cy \* l) + (cx / 8);

int bitIndex = cx % 8;

if (((t[index] >> (7 - bitIndex)) & 1) != targetColor)

continue;

t[index] &= (byte)~(0x80 >> bitIndex);

t[index] |= (byte)((replacementColor & 1) << (7 - bitIndex));

stack.Push((cx + 1, cy));

stack.Push((cx - 1, cy));

if (cy > 0)

stack.Push((cx, cy - 1));

if (cy < size - 1)

stack.Push((cx, cy + 1));

}

}

static void CalculateDiamondCoordinates(byte[] t, int centerX, int centerY, int distance, int size, int depth, int l, int width)

{

if (depth == 0) return;

if (size < 2) return;

double theta = Math.PI / 10;

for (int n = 0; n < 5; n++)

{

int x = centerX + (int)(distance \* Math.Cos(theta));

int y = centerY + (int)(distance \* Math.Sin(theta));

theta += 2 \* Math.PI / 5;

PrintDiamond(t, size, x, y, width, l);

CalculateDiamondCoordinates(t, x, y, distance \* 19/50, (int)(size / 2.5), depth - 1, l, width);

}

}

}

}

1. **Programos rezultatai**

Pirmą kartą paveikslėlis generuojamas įrašant generuojamo paviršiaus dimensijas, bei nustatant rekursijos gylį.

| Gylis = 4 | Dimensijos = 1000x1000 |
| --- | --- |
|  | |

Antrame paveikslėlyje generuojamas įrašant tik generuojamo paviršiaus dimensijas, o rekursijos gylis nustatomas automatiškai – parenkamas maksimalus gylis, nutraukiant rekursiją, kai rombas pasiekia 2 pikselių dydi.

| Gylis = max | Dimensijos = 1000x1000 |
| --- | --- |
|  | |

1. **Darbo laiko ir veiksmų skaičiaus priklausomybės – grafikai**

| **Priklausomybė nuo rekursijos gylio** | **Priklausomybė nuo generuojamo paveikslėlio dydžio (taškų skaičiaus)** |
| --- | --- |
| Darbo laikas  Chart | Darbo laikas  Chart |
| Veiksmų skaičius  Chart | Veiksmų skaičius  Chart |

| **Kodo eilutė** | **Kaina** | **Kiekis** |
| --- | --- | --- |
| static void CalculateDiamondCoordinates(byte[] t, int centerX, int centerY, int distance, int size, int depth, int l, int width, ref int count) |  |  |
| { |  |  |
| if (depth <= 0) return; | C1 | 1 |
| if (size < 2) return; | C2 | 1 |
| double theta = Math.PI / 10; | C3 | 1 |
| for (int n = 0; n < 5; n++) | C4 | 5 |
| { |  |  |
| int x = centerX + (int)(distance \* Math.Cos(theta)); | C5 | 5 |
| int y = centerY + (int)(distance \* Math.Sin(theta)); | C6 | 5 |
| theta += 2 \* Math.PI / 5; | C7 | 5 |
| PrintDiamond(t, size, x, y, width, l);  count++; | C8 | max(abs(x1-x), abs(y1-y)) + stack.Count - 1 |
| CalculateDiamondCoordinates(t, x, y, distance \* 19/50, (int)(size / 2.5), depth - 1, l, width, ref count); | C9 |  |
| } |  |  |

| **Kodo eilutė** | **Kaina** | **Kiekis** |
| --- | --- | --- |
| public static void PrintDiamond(byte[] t, int size, int centerx, int centery, int width, int l) |  |  |
| { |  |  |
| DrawLine(t, centerx, centery - size, centerx + size, centery, width, l); // desine apacia | C1 | max(abs(x1-x), abs(y1-y)) |
| DrawLine(t, centerx - size, centery, centerx, centery - size, width, l); ; // kaire apacia | C1 | max(abs(x1-x), abs(y1-y)) |
| DrawLine(t, centerx - size, centery, centerx, centery + size, width, l); // kaire virsus | C1 | max(abs(x1-x), abs(y1-y)) |
| DrawLine(t, centerx, centery + size, centerx + size, centery, width, l); ; // desine virsus | C1 | max(abs(x1-x), abs(y1-y)) |
| FillColor(t, centerx, centery, 0, 1, width, l); |  | stack.Count - 1 |
| } |  |  |

| **Kodo eilute** | **Kaina** | **Kiekis** |
| --- | --- | --- |
| public static void DrawLine(byte[] t, int x0, int y0, int x1, int y1, int size, int l) |  |  |
| { |  |  |
| int dx = Math.Abs(x1 - x0); | C1 | 1 |
| int dy = Math.Abs(y1 - y0); | C2 | 1 |
| int sx = x0 < x1 ? 1 : -1; | C3 | 1 |
| int sy = y0 < y1 ? 1 : -1; | C4 | 1 |
| int err = dx - dy; | C5 | 1 |
| int x = x0; | C6 | 1 |
| int y = y0; | C7 | 1 |
| while (true) | C8 | max(abs(x1-x), abs(y1-y)) |
| { |  |  |
| if (x >= 0 && x < size && y >= 0 && y < size) | C9 | 1 |
| { |  |  |
| int index = (y \* l) + (x / 8); | C10 |  |
| t[index] |= (byte)(0x80 >> (x % 8)); | C11 |  |
| } |  |  |
| if (x == x1 && y == y1) | C12 | 1 |
| { |  |  |
| break; |  |  |
| } |  |  |
| int e2 = 2 \* err; | C13 | 1 |
| if (e2 > -dy) | C14 | 1 |
| { |  |  |
| err -= dy; |  |  |
| x += sx; |  |  |
| } |  |  |
| if (e2 < dx) | C15 | 1 |
| { |  |  |
| err += dx; |  |  |
| y += sy; |  |  |
| } |  |  |
| } |  |  |
| } |  |  |

| **Kodo eilute** | **Kaina** | **Kiekis** |
| --- | --- | --- |
| public static void FillColor(byte[] t, int x, int y, byte targetColor, byte replacementColor, int size, int l) |  |  |
| { |  |  |
| if (x < 0 || x >= size || y < 0 || y >= size) | C1 | 1 |
| return; |  |  |
| Stack<(int, int)> stack = new Stack<(int, int)>(); | C2 | 1 |
| stack.Push((x, y)); | C3 | 1 |
| while (stack.Count > 0) | C4 | stack.Count - 1 |
| { |  |  |
| (int cx, int cy) = stack.Pop(); | C5 | 1 |
| if (cx < 0 || cx >= size || cy < 0 || cy >= size) | C6 | 1 |
| continue; |  |  |
| int index = (cy \* l) + (cx / 8); | C7 | 1 |
| int bitIndex = cx % 8; | C8 | 1 |
| if (((t[index] >> (7 - bitIndex)) & 1) != targetColor) | C9 | 1 |
| continue; |  |  |
| t[index] &= (byte)~(0x80 >> bitIndex); | C10 | 1 |
| t[index] |= (byte)((replacementColor & 1) << (7 - bitIndex)); | C11 | 1 |
| stack.Push((cx + 1, cy)); | C12 | 1 |
| stack.Push((cx - 1, cy)); | C12 | 1 |
| if (cy > 0) | C13 | 1 |
| stack.Push((cx, cy - 1)); |  |  |
| if (cy < size - 1) | C14 | 1 |
| stack.Push((cx, cy + 1)); |  |  |
| } |  |  |
| } |  |  |

**Išvados**

Parašytas programos kodas, kuris rekursiškai piešia rombus, .bmp formato nuotraukoje. Apskaičiuotas rekursijos veiksmų kiekis bei laikas keičiant rekursijos gyli ar paveikslėlio dydį. Be to, nupiešti grafikai parodo programos kodo veikimo laiko ir atliktų veiksmų kiekio priklausomybę nuo rekursijos gylio ir paveikslėlio dydžio.